Basics of C#

* Introduction to C#

C# (pronounced "C-sharp") is a modern, object-oriented programming language developed by Microsoft. It was introduced in the early 2000s as part of the Microsoft .NET framework and has since become one of the most popular programming languages for building a wide range of applications, including desktop, web, mobile, and cloud-based applications. The first version was released in year 2002. The latest version, C# 12, was released in November 2023.

C# is a versatile and powerful language suitable for a wide range of application development scenarios. Whether you're building desktop applications, web services, mobile apps, or cloud-based solutions, C# provides a robust foundation for creating modern, scalable, and maintainable software.

C# is used for:

* Mobile applications
* Desktop applications
* Web applications
* Web services
* Web sites
* Games
* Database applications
* And much, much more!
* Create first C# program ‘Hello world’

In code file which is saved with “.cs” extension, write code which is given below to print “Hello world”.

using System;

namespace HelloWorld

{

class Program

{

static void Main(string[] args)

{ Console.WriteLine("Hello World!"); }

}

}

* Understanding C# program structure
* **using System** means that we can use classes from the System namespace.
* **namespace** is used to organize your code, and it is a container for classes and other namespaces.
* The **curly braces {}** marks the beginning and the end of a block of code.
* **class**is a container for data and methods, which brings functionality to your program. Every line of code that runs in C# must be inside a class. In our example, we named the class Program.
* Another thing that always appear in a C# program, is the **Main method**. Any code inside its curly brackets {} will be executed. You don't have to understand the keywords before and after Main. You will get to know them bit by bit while reading this tutorial.
* **Console** is a class of the System namespace, which has a **WriteLine()** method that is used to output/print text. In our example it will output "Hello World!".
* If you omit the **using System** line, you would have to write **System.Console.WriteLine()** to print/output text.
* Note: Every C# statement ends with a **semicolon ;.**
* Working with Code files, Projects & Solutions
* Code files: -

Files with . cs extension are source code files for C# programming language. Introduced by Microsoft for use with the . NET Framework, the file format provides the low-level programming language for writing code that is compiled to generate the final output file in the form of EXE or a DLL.

* Projects: -

When you create a C# application in Visual Studio Code, you start with a project. A project contains all files (such as source code, images, etc.) that are compiled into an executable, library, or website. All of your related projects can then be stored in a container called a solution.

* Solution: -

A project is contained within a solution. Despite its name, a solution isn't an "answer." It's simply a container for one or more related projects, along with build information, Visual Studio window settings, and any miscellaneous files that aren't associated with a particular project. Visual Studio uses two file types for solution file (.sln and .suo) to store settings for solutions:

|  |  |  |
| --- | --- | --- |
| **Extension** | **Name** | **Description** |
| .sln | Visual Studio Solution | Organizes projects, project items, and solution items in the solution. |
| .suo | Solution User Options | Stores user-level settings and customizations, such as breakpoints. |

* Datatypes & Variables with conversion
* Datatypes: -

|  |  |  |
| --- | --- | --- |
| Data Type | Size | Description |
| int | 4 bytes | Stores whole numbers from -2,147,483,648 to 2,147,483,647 |
| long | 8 bytes | Stores whole numbers from -9,223,372,036,854,775,808 to 9,223,372,036,854,775,807 |
| float | 4 bytes | Stores fractional numbers. Sufficient for storing 6 to 7 decimal digits |
| double | 8 bytes | Stores fractional numbers. Sufficient for storing 15 decimal digits |
| bool | 1 bit | Stores true or false values |
| char | 2 bytes | Stores a single character/letter, surrounded by single quotes |
| string | 2 bytes per character | Stores a sequence of characters, surrounded by double quotes |

* Variables: -

Variables are named storage locations that hold values of a particular data type. Here's how you declare and use variables:

// Declaration

int age;

double price = 19.99;

string name = "John";

bool isStudent = true;

// Assignment

age = 30;

name = "Jane";

// Usage

Console.WriteLine($"Name: {name}, Age: {age}, Price: {price}, Is Student: {isStudent}");

* Type conversion: -

Type conversion allows you to convert values from one data type to another. In C#, there are two types of casting:

* **Implicit Casting (automatically)** - converting a smaller type to a larger type size  
  char -> int -> long -> float -> double

int myInt = 9;

double myDouble = myInt; // Automatic casting: int to double

Console.WriteLine(myInt); // Outputs 9

Console.WriteLine(myDouble); // Outputs 9

* **Explicit Casting (manually)** - converting a larger type to a smaller size type  
  double -> float -> long -> int -> char

double myDouble = 9.78;

int myInt = (int) myDouble; // Manual casting: double to int

Console.WriteLine(myDouble); // Outputs 9.78

Console.WriteLine(myInt); // Outputs 9

* **Type conversion method:** It is also possible to convert data types explicitly by using built-in methods, such as Convert.ToBoolean, Convert.ToDouble, Convert.ToString, Convert.ToInt32 (int) and Convert.ToInt64 (long):

int myInt = 10;

double myDouble = 5.25;

bool myBool = true;

Console.WriteLine(Convert.ToString(myInt)); // convert int to string

Console.WriteLine(Convert.ToDouble(myInt)); // convert int to double

Console.WriteLine(Convert.ToInt32(myDouble)); // convert double to int

Console.WriteLine(Convert.ToString(myBool)); // convert bool to string

* Operators and Expression
* Arithmetic operator:

|  |  |  |  |
| --- | --- | --- | --- |
| Operator | Name | Description | Example |
| + | Addition | Adds together two values | x + y |
| - | Subtraction | Subtracts one value from another | x - y |
| \* | Multiplication | Multiplies two values | x \* y |
| / | Division | Divides one value by another | x / y |
| % | Modulus | Returns the division remainder | x % y |
| ++ | Increment | Increases the value of a variable by 1 | x++ |
| -- | Decrement | Decreases the value of a variable by 1 | x-- |

* Assignment operator:

|  |  |  |
| --- | --- | --- |
| Operator | Example | Same As |
| = | x = 5 | x = 5 |
| += | x += 3 | x = x + 3 |
| -= | x -= 3 | x = x - 3 |
| \*= | x \*= 3 | x = x \* 3 |
| /= | x /= 3 | x = x / 3 |
| %= | x %= 3 | x = x % 3 |
| &= | x &= 3 | x = x & 3 |
| |= | x |= 3 | x = x | 3 |
| ^= | x ^= 3 | x = x ^ 3 |
| >>= | x >>= 3 | x = x >> 3 |
| <<= | x <<= 3 | x = x << 3 |

* Comparison operator:

|  |  |  |
| --- | --- | --- |
| Operator | Name | Example |
| == | Equal to | x == y |
| != | Not equal | x != y |
| > | Greater than | x > y |
| < | Less than | x < y |
| >= | Greater than or equal to | x >= y |
| <= | Less than or equal to | x <= y |

* Logical operator:

|  |  |  |  |
| --- | --- | --- | --- |
| Operator | Name | Description | Example |
| && | Logical and | Returns True if both statements are true | x < 5 &&  x < 10 |
| || | Logical or | Returns True if one of the statements is true | x < 5 || x < 4 |
| ! | Logical not | Reverse the result, returns False if the result is true | !(x < 5 && x < 10) |

* Statements

|  |  |
| --- | --- |
| **Category** | **C# keywords / notes** |
| [Declaration statements](https://learn.microsoft.com/en-us/dotnet/csharp/programming-guide/statements-expressions-operators/statements#declaration-statements) | A declaration statement introduces a new variable or constant. A variable declaration can optionally assign a value to the variable. In a constant declaration, the assignment is required. |
| [Expression statements](https://learn.microsoft.com/en-us/dotnet/csharp/programming-guide/statements-expressions-operators/statements#expression-statements) | Expression statements that calculate a value must store the value in a variable. |
| Selection statements | Selection statements enable you to branch to different sections of code, depending on one or more specified conditions.  [if](https://learn.microsoft.com/en-us/dotnet/csharp/language-reference/statements/selection-statements#the-if-statement)  [switch](https://learn.microsoft.com/en-us/dotnet/csharp/language-reference/statements/selection-statements#the-switch-statement) |
| Iteration statements | Iteration statements enable you to loop through collections like arrays, or perform the same set of statements repeatedly until a specified condition is met.  [do](https://learn.microsoft.com/en-us/dotnet/csharp/language-reference/statements/iteration-statements#the-do-statement)  [for](https://learn.microsoft.com/en-us/dotnet/csharp/language-reference/statements/iteration-statements#the-for-statement)  [foreach](https://learn.microsoft.com/en-us/dotnet/csharp/language-reference/statements/iteration-statements#the-foreach-statement)  [while](https://learn.microsoft.com/en-us/dotnet/csharp/language-reference/statements/iteration-statements#the-while-statement) |
| Jump statements | Jump statements transfer control to another section of code.  [break](https://learn.microsoft.com/en-us/dotnet/csharp/language-reference/statements/jump-statements#the-break-statement)  [continue](https://learn.microsoft.com/en-us/dotnet/csharp/language-reference/statements/jump-statements#the-continue-statement)  [goto](https://learn.microsoft.com/en-us/dotnet/csharp/language-reference/statements/jump-statements#the-goto-statement)  [return](https://learn.microsoft.com/en-us/dotnet/csharp/language-reference/statements/jump-statements#the-return-statement)  [yield](https://learn.microsoft.com/en-us/dotnet/csharp/language-reference/statements/yield) |
| Exception-handling statements | Exception-handling statements enable you to gracefully recover from exceptional conditions that occur at run time.  [throw](https://learn.microsoft.com/en-us/dotnet/csharp/language-reference/statements/exception-handling-statements#the-throw-statement) ,[try-catch](https://learn.microsoft.com/en-us/dotnet/csharp/language-reference/statements/exception-handling-statements#the-try-catch-statement)  [try-finally](https://learn.microsoft.com/en-us/dotnet/csharp/language-reference/statements/exception-handling-statements#the-try-finally-statement)  [try-catch-finally](https://learn.microsoft.com/en-us/dotnet/csharp/language-reference/statements/exception-handling-statements#the-try-catch-finally-statement) |
| [checked and unchecked](https://learn.microsoft.com/en-us/dotnet/csharp/language-reference/statements/checked-and-unchecked) | The checked and unchecked statements enable you to specify whether integral-type numerical operations are allowed to cause an overflow when the result is stored in a variable that is too small to hold the resulting value. |
| The await statement | If you mark a method with the [async](https://learn.microsoft.com/en-us/dotnet/csharp/language-reference/keywords/async) modifier, you can use the [await](https://learn.microsoft.com/en-us/dotnet/csharp/language-reference/operators/await) operator in the method. When control reaches an await expression in the async method, control returns to the caller, and progress in the method is suspended until the awaited task completes. When the task is complete, execution can resume in the method. |
| The yield return statement | An iterator performs a custom iteration over a collection, such as a list or an array. An iterator uses the [yield return](https://learn.microsoft.com/en-us/dotnet/csharp/language-reference/statements/yield) statement to return each element one at a time. When a yield return statement is reached, the current location in code is remembered. Execution is restarted from that location when the iterator is called the next time. |
| The fixed statement | The fixed statement prevents the garbage collector from relocating a movable variable. |
| The lock statement | The lock statement enables you to limit access to blocks of code to only one thread at a time. |
| Labeled statements | You can give a statement a label and then use the [goto](https://learn.microsoft.com/en-us/dotnet/csharp/language-reference/statements/jump-statements" \l "the-goto-statement) keyword to jump to the labeled statement. |
| The [empty statement](https://learn.microsoft.com/en-us/dotnet/csharp/programming-guide/statements-expressions-operators/statements#the-empty-statement) | The empty statement consists of a single semicolon. It does nothing and can be used in places where a statement is required but no action needs to be performed. |

* Understanding Arrays

Arrays are used to store multiple values in a single variable, instead of declaring separate variables for each value. To declare an array, define the variable type with square brackets:

**DataType [] name;**

* An array can be **single-dimensional, multidimensional**, or **jagged**.
* The number of dimensions are set when an array variable is declared. The length of each dimension is established when the array instance is created. These values can't be changed during the lifetime of the instance.
* A jagged array is an array of arrays, and each member array has the default value of null.
* Arrays are zero indexed: an array with n elements is indexed from 0 to n-1.
* Array elements can be of any type, including an array type.
* Array types are reference types derived from the abstract base type Array. All arrays implement IList and IEnumerable. You can use the foreach statement to iterate through an array. Single-dimensional arrays also implement IList<T> and IEnumerable<T>.
* **Single-dimensional Array: -**

int[] array = new int[5];

string[] weekDays = ["Sun", "Mon", "Tue", "Wed", "Thu", "Fri", "Sat"];

* **Multidimensional Array: -**

int[,] array2DDeclaration = new int[4, 2];

int[,,] array3DDeclaration = new int[4, 2, 3];

// Two-dimensional array.

int[,] array2DInitialization =  { { 1, 2 }, { 3, 4 }, { 5, 6 }, { 7, 8 } };

// Three-dimensional array.

int[,,] array3D = new int[,,] { { { 1, 2, 3 }, { 4,   5,  6 } },

                                { { 7, 8, 9 }, { 10, 11, 12 } } };

* **Jagged Array: -**

A jagged array is an array whose elements are arrays, possibly of different sizes. A jagged initialized to null.

int[][] jaggedArray = new int[3][];

jaggedArray[0] = [1, 3, 5, 7, 9];

jaggedArray[1] = [0, 2, 4, 6];

jaggedArray[2] = [11, 22];

int[][] jaggedArray2 =

[

    [1, 3, 5, 7, 9],

    [0, 2, 4, 6],

    [11, 22]

];

* Define & calling of Methods

A method is a block of code which only runs when it is called.You can pass data, known as parameters, into a method. Methods are used to perform certain actions, and they are also known as functions. Why use methods? To reuse code: define the code once, and use it many times.

## Define  a Method

A method is defined with the name of the method, followed by parentheses (). C# provides some pre-defined methods, which you already are familiar with, such as Main(), but you can also create your own methods to perform certain actions:

class Program

{

  static void MyMethod()

  {

    // code to be executed

  }

}

## Call a Method

To call (execute) a method, write the method's name followed by two parentheses () and a semicolon; In the following example, MyMethod() is used to print a text (the action), when it is called:

static void MyMethod()

{

  Console.WriteLine("I just got executed!");

}

static void Main(string[] args)

{

  MyMethod();

}

// Outputs "I just got executed!"

* Understanding classes & OOP concepts
* Class
* The class is like a blueprint of a specific object that has certain attributes and features.
* In c# class is nothing but a collection of various data members (fields, properties, etc.) and member functions.
* Class is a data structure, and it will combine various types of data members such as fields, properties, member functions, and events into a single unit.
* It defines the kinds of data and the functionality their objects will have.

    public class users

    {

        // Properties, Methods, Events, etc.

    }

* Objects
* Objects are real-world entities and instance of a class.
* For example, chair, car, pen, mobile, laptop etc.
* We can create one or more objects of a class.
* Each object can have different values of properties and field but, methods and events behaves the same.
* Constructor
* A constructor is a special type of method which will be called automatically when you create an instance of a class.
* A constructor is defined by using an access modifier and class name
* <access-modifier> <class-name>(){ }.
* A constructor name must be the same as a class name.
* A constructor can be public, private, or protected.
* The constructor cannot return any value so, cannot have a return type.
* A class can have multiple constructors with different parameters but can only have one parameter less constructor.
* If no constructor is defined, the C# compiler would create it internally
* Interface & Inheritance
* Interface

Another way to achieve [abstraction](https://www.w3schools.com/cs/cs_abstract.php) in C#, is with interfaces. An interface is a completely "abstract class", which can only contain abstract methods and properties (with empty bodies):

interface Animal

{

  void animalSound(); // interface method (does not have a body)

  void run(); // interface method (does not have a body)

}

* In C# versions earlier than 8.0, an interface is like an abstract base class with only abstract members. A class or struct that implements the interface must implement all its members.
* Beginning with C# 8.0, an interface may define default implementations for some or all of its members. A class or struct that implements the interface doesn't have to implement members that have default implementations. For more information, see [default interface methods](https://learn.microsoft.com/en-us/dotnet/csharp/advanced-topics/interface-implementation/default-interface-methods-versions).
* An interface can't be instantiated directly. Its members are implemented by any class or struct that implements the interface.
* A class or struct can implement multiple interfaces. A class can inherit a base class and also implement one or more interfaces.
* Inheritance
* Inheritance is where one class (child class) inherits the properties of another class (parent class).
* Inheritance is a mechanism of acquiring the features and behaviors of a class by another class.
* The class whose members are inherited is called the base class, and the class that inherits those members is called the derived class.
* Inheritance implements the IS-A relationship.
* **Single inheritance**

In single inheritance, a derived class is created from a single base class.

* **Multi-level inheritance**

In Multi-level inheritance, a derived class is created from another derived class.

* **Multiple inheritance**

In Multiple inheritance, a derived class is created from more than one base class. This type of inheritance is not supported by .NET Languages like C#, F# etc.

* **Multipath inheritance**

In Multipath inheritance, a derived class is created from another derived classes and the same base class of another derived classes. This type of inheritance is not supported by .NET Languages like C#, F# etc.

* **Hierarchical inheritance**

Class A

Class C

Class D

Class E

Class B

Class F

Class G

* **Hybrid inheritance**

Class A

Class C

Class D

Class E

Class F

Class B

* Scope & Accessibility modifier

Access modifiers in C# are used to specify the scope of accessibility of a member of a class or type of the class itself. For example, a public class is accessible to everyone without any restrictions, while an internal class may be accessible to the assembly only. Access modifiers are an integral part of object-oriented programming. Access modifiers are used to implement encapsulation of OOP. Access modifiers allow you to define who does or who doesn't have access to certain features.

|  |  |
| --- | --- |
| **public** | There are no restrictions on accessing public members. |
| **private** | Access is limited to within the class definition. This is the default access modifier type if none is formally specified |
| **protected** | Access is limited to within the class definition and any class that inherits from the class |
| **internal** | Access is limited exclusively to classes defined within the current project assembly |
| **protected internal** | Access is limited to the current assembly and types derived from the containing class. All members in current project and all members in derived class can access the variables. |
| **private protected** | Access is limited to the containing class or types derived from the containing class within the current assembly. |

## public modifier

The public keyword is an access modifier for types and type members. Public access is the most permissive access level. There are no restrictions on accessing public members.

* Accessibility
* Can be accessed by objects of the class
* Can be accessed by derived classes

## private modifier

Private access is the least permissive access level. Private members are accessible only within the body of the class or the struct in which they are declared.

* Accessibility
* Cannot be accessed by object
* Cannot be accessed by derived classes

## protected modifier

A protected member is accessible from within the class in which it is declared, and from within any class derived from the class that declared this member. A protected member of a base class is accessible in a derived class only if the access takes place through the derived class type.

* Accessibility
* Cannot be accessed by object
* By derived classes

## internal modifier

The internal keyword is an access modifier for types and type members. We can declare a class as internal or its member as internal. Internal members are accessible only within files in the same assembly (.dll). In other words, access is limited exclusively to classes defined within the current project assembly.

* Accessibility

In same assembly (public)

* Can be accessed by objects of the class
* Can be accessed by derived classes

In other assembly (internal)

* Cannot be accessed by object
* Cannot be accessed by derived classes

## protected internal modifier

The protected internal accessibility means protected OR internal, not protected AND internal. In other words, a protected internal member is accessible from any class in the same assembly, including derived classes. The protected internal access modifier seems to be a confusing but is a union of protected and internal in terms of providing access but not restricting. It allows:

* Inherited types, even though they belong to a different assembly, have access to the protected internal members.
* Types that reside in the same assembly, even if they are not derived from the type, also have access to the protected internal members.
* Namespace & .Net Library
* Namespace:

Namespaces are used to organize the classes. It helps to control the scope of methods and classes in larger [.Net](https://www.geeksforgeeks.org/c-net-framework-basic-architecture-component-stack/) programming projects. In simpler words you can say that it provides a way to keep one set of names(like class names) different from other sets of names. The biggest advantage of using namespace is that the class names which are declared in one namespace will not clash with the same class names declared in another namespace. It is also referred as named group of classes having common features. The members of a namespace can be namespaces, [interfaces](https://www.geeksforgeeks.org/c-interface/), [structures](https://www.geeksforgeeks.org/c-structures-set-1/), and [delegates](https://www.geeksforgeeks.org/c-delegates/).

* .Net library:

.NET Framework Class Library is the collection of classes, namespaces, interfaces and value types that are used for .NET applications. It contains thousands of classes that supports the following functions.

* Base and user-defined data types
* Support for exceptions handling
* input/output and stream operations
* Communications with the underlying system
* Access to data
* Ability to create Windows-based GUI applications
* Ability to create web-client and server applications
* Support for creating web services

## *.*NET Framework Class Library Namespaces

|  |  |
| --- | --- |
| **Namespaces** | **Description** |
| System | It includes all common datatypes, string values, arrays and methods for data conversion. |
| System.Data, System.Data.Common, System.Data.OleDb, System.Data.SqlClient, System.Data.SqlTypes | These are used to access a database, perform commands on a database and retrieve database. |
| System.IO, System.DirectoryServices, System.IO.IsolatedStorage | These are used to access, read and write files. |
| System.Diagnostics | It is used to debug and trace the execution of an application. |
| System.Net, System.Net.Sockets | These are used to communicate over the Internet when creating peer-to-peer applications. |
| System.Windows.Forms, System.Windows.Forms.Design | These namespaces are used to create Windows-based applications using Windows user interface components. |
| System.Web, System.WebCaching, System.Web.UI, System.Web.UI.Design, System.Web.UI.WebControls, System.Web.UI.HtmlControls, System.Web.Configuration, System.Web.Hosting, System.Web.Mail, System.Web.SessionState | These are used to create ASP. NET Web applications that run over the web. |
| System.Web.Services, System.Web.Services.Description, System.Web.Services.Configuration, System.Web.Services.Discovery, System.Web.Services.Protocols | These are used to create XML Web services and components that can be published over the web. |
| System.Security, System.Security.Permissions, System.Security.Policy, System.WebSecurity, System.Security.Cryptography | These are used for authentication, authorization, and encryption purpose. |
| System.Xml, System.Xml.Schema, System.Xml.Serialization, System.Xml.XPath, System.Xml.Xsl | These namespaces are used to create and access XML files. |

* Working with Collections
* We mostly use arrays to store and manage data.
* However, arrays can store a particular type of data, such as integer and characters.
* To resolve this issue, the .NET framework introduces the concept of collections for data storage and retrieval, where collection means a group of different types of data.
* Collections are similar to arrays, it provide a more flexible way of working with a group of objects.
* In arrays, you need to define the number of elements at declaration time.
* But in a collection, you don't need to define the size of the collection in advance. You can add elements or even remove elements from the collection at any point of time.
* The .NET Framework provides you a variety of collection classes, which are available in the System.Collections namespace.
* Most useful collection classes defined are as follows.

|  |  |
| --- | --- |
| **Collection** | **Description** |
| [ArrayList](https://www.guru99.com/c-sharp-arraylist.html) | The ArrayList collection is similar to the Arrays [data type in C#](https://www.guru99.com/c-sharp-data-types.html). The biggest difference is the dynamic nature of the array list collection. |
| [Stack](https://www.guru99.com/c-sharp-stack.html) | The stack is a special case collection which represents a last in first out (LIFO) concept |
| [Queues](https://www.guru99.com/c-sharp-queue.html) | The Queue is a special case collection which represents a first in first out concept |
| [Hashtable](https://www.guru99.com/c-sharp-hashtable.html) | A hash table is a special collection that is used to store key-value items |
| SortedList | The SortedList is a collection which stores key-value pairs in the ascending order of key by default. |
| BitArray | A bit array is an array of data structure which stores bits. |

* ArrayList:
* Using an arrays, the main problem arises is that their size always remain fixed by the number that you specify when declaring an arrays.
* In addition, you cannot add items in the middle of array.
* Also you can not deal with different data types.
* The solution to these problems is the use of ArrayList Class.
* Similar to an array, the ArrayList class allows you to store and manage multiple elements.
* With the ArrayList class, you can add and remove items from a list of array items from a specified position, and then the array items list automatically resizes itself accordingly.
* Stack:
* The stack class represents a last in first out (LIFO) concept.
* let's take an example. Imagine a stack of books with each book kept on top of each other.
* The concept of last in first out in the case of books means that only the top most book can be removed from the stack of books.
* It is not possible to remove a book from between, because then that would disturb the setting of the stack.
* Hence in C#, the stack also works in the same way.
* Elements are added to the stack, one on the top of each other.
* The process of adding an element to the stack is called a push operation.
* The process of removing an element from the stack is called a pop operation.
* Queues:
* The Queue class represents a first in first out (FIFO) concept.
* let's take an example. Imagine a queue of people waiting for the bus.
* Normally, the first person who enters the queue will be the first person to enter the bus.
* Similarly, the last person to enter the queue will be the last person to enter into the bus.
* The process of adding an element to the queue is the Enqueue operation.
* The process of removing an element from the queue is the  Dequeue operation.
* Hashtable:
* The Hashtable class is similar to the ArrayList class, but it allows you to access the items by a key.
* Each item in a Hashtable object has a key/value pair.
* So instead of storing just one value like the stack, array list and queue, the Hashtable stores 2 values that is key and value.
* The key is used to access the items in a collection and each key must be unique, whereas the value is stored in an array.
* The keys are short strings or integers.
* There is no direct way to display the elements of a Hashtable.
  + { "1" , “Darshan" }
  + { "2" , “Institute " }
  + { "3" , "of Engg. & Technology" }
* This is done via the ICollection interface. (This is a special data type which can be used to store the keys of a Hashtable collections)
* SortedList:
* The SortedList class is a combination of the array and hashtable classes.
* The SortedList<TKey, TValue>, and SortedList are collection classes that can store key-value pairs that are sorted by the keys based on the associated IComparer implementation.
* For example, if the keys are of primitive types, then sorted in ascending order of keys.
* C# supports generic and non-generic SortedList.
* It is recommended to use generic SortedList<TKey, TValue> because it performs faster and less error-prone than the non-generic SortedList.
* SortedList Characteristics
* SortedList<TKey, TValue> is an array of key-value pairs sorted by keys.
* Sorts elements as soon as they are added. Sorts primitive type keys in ascending order and object keys based on IComparer<T>.
* It comes under System.Collection.Generic namespace.
* A key must be unique and cannot be null but a value can be null or duplicate.
* A value can be accessed by passing associated key in the indexer mySortedList[key]
* BitArray:
* The BitArray class is used to manage an array of the binary representation using the value 1 and 0, where 1 stands for true and 0 stands for false.
* A BitArray object is resizable, which is helpful in case if you do not know the number of bits in advance.
* You can access items from the BitArray collection class by using an integer index.
* A BitArray can be used to perform Logical AND, XOR, OR operations.
* Enumerations

An enumeration type (or enum type) is a [value type](https://learn.microsoft.com/en-us/dotnet/csharp/language-reference/builtin-types/value-types) defined by a set of named constants of the underlying [integral numeric](https://learn.microsoft.com/en-us/dotnet/csharp/language-reference/builtin-types/integral-numeric-types) type. To define an enumeration type, use the enum keyword and specify the names of enum members:

public enum DaysOfWeek

{

Sunday, // 0

Monday, // 1

Tuesday, // 2

Wednesday, // 3

Thursday, // 4

Friday, // 5

Saturday // 6

}

DaysOfWeek today = DaysOfWeek.Wednesday;

Console.WriteLine($"Today is {today}"); // Outputs: Today is Wednesday

* Data Table

The DataTable class in C# ADO.NET is a database table representation and provides a collection of columns and rows to store data in a grid form. The code sample in this artilce explains how to create a DataTable at run-time in C#. How to create a DataTable columns and rows, add data to a DataTable and bind a DataTable to a DataGridView control using data binding.

* DataTable class Properties:

|  |  |
| --- | --- |
| **PROPERTY** | **DESCRIPTION** |
| Columns | Represents all table columns |
| Constraints | Represents all table constraints |
| DataSet | Returns the dataset for the table |
| DefaultView | Customized view of the data table |
| ChildRelation | Return child relations for the data table |
| ParentRelation | Returns parent relations for the data table |
| PrimaryKey | Represents an array of columns that function as primary key for the table |
| Rows | All rows of the data table |
| TableName | Name of the table |

* DataTable class Methods:

|  |  |
| --- | --- |
| **METHOD** | **DESCRIPTION** |
| AcceptChanges | Commits all the changes made since last AcceptChanges was called |
| Clear | Deletes all data table data |
| Clone | Creates a clone of a DataTable including its schema |
| Copy | Copies a data table including its schema |
| NewRow | Creates a new row, which is later added by calling the Rows.Add method |
| RejectChanges | Reject all changed made after last AcceptChanges was called |
| Reset | Resets a data table's original state |
| Select | Gets an array of rows based on the criteria |

* Exception Handling

It is very common for software applications to get errors and exceptions when executing code. If these errors are not handled properly, the application may crash and you may not know the root cause of the problem. Exception handling is the method of catching and recording these errors in code so you can fix them. Usually, errors and exceptions are stored in log files or databases.  In C#, the exception handling method is implemented using the **try, catch, finally and throw** statement. In this article, learn how to implement exception handling in C#.

* Basic Try- catch block:

try

{

// Code that might throw an exception

int result = Divide(10, 0);

Console.WriteLine(result);

}

catch (DivideByZeroException ex)

{

// Handle the specific exception

Console.WriteLine($"Error: {ex.Message}");

}

catch (Exception ex)

{

// Handle other types of exceptions

Console.WriteLine($"Unexpected Error: {ex.Message}");

}

finally

{

// Code that will always be executed, regardless of whether an exception occurred

Console.WriteLine("Finally block executed");

}

int Divide(int a, int b)

{

return a / b;

}

* catch Blocks:
* Multiple catch blocks can be used to handle different types of exceptions.
* The order of catch blocks matters; the first matching block will be executed.
* finally Block:
* The finally block contains code that will always be executed, regardless of whether an exception occurred.
* It is useful for cleanup operations (closing files, releasing resources, etc.).
* throw Statement:
* The throw statement is used to explicitly throw an exception.
* Custom exceptions:
* You can create custom exception classes by deriving from the Exception class.
* Exception Properties:

Exceptions provide properties like Message, StackTrace, and InnerException for detailed error information.

try

{

// ...

}

catch (Exception ex)

{

Console.WriteLine($"Error: {ex.Message}");

Console.WriteLine($"Stack Trace: {ex.StackTrace}");

Console.WriteLine($"Inner Exception: {ex.InnerException?.Message}");

}

* Working with String Class
* Characteristics of String class:
* The System.String class is immutable, i.e once created its state cannot be altered.
* With the help of length property, it provides the total number of characters present in the given string.
* String objects can include a null character which counts as the part of the string’s length.
* It provides the position of the characters in the given string.
* It allows empty strings. Empty strings are the valid instance of String objects that contain zero characters.
* A string that has been declared but has not been assigned a value is null. Attempting to call methods on that string throws a NullReferenceException.
* It also supports searching strings, comparison of string, testing of equality, modifying the string, normalization of string, copying of strings, etc.
* It also provides several ways to create strings like using a constructor, using concatenation, etc.
* Constructor:

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| String(Char\*) | Initializes a new instance of the String class to the value indicated by a specified pointer to an array of Unicode characters. |
| String(Char\*, Int32, Int32) | Initializes a new instance of the String class to the value indicated by a specified pointer to an array of Unicode characters, a starting character position within that array, and a length. |
| String(Char, Int32) | Initializes a new instance of the String class to the value indicated by a specified Unicode character repeated a specified number of times. |
| String(Char[]) | Initializes a new instance of the String class to the value indicated by an array of Unicode characters. |
| String(Char[], Int32, Int32) | Initializes a new instance of the String class to the value indicated by an array of Unicode characters, a starting character position within that array, and a length. |
| String(SByte\*) | Initializes a new instance of the String class to the value indicated by a pointer to an array of 8-bit signed integers. |
| String(SByte\*, Int32, Int32) | Initializes a new instance of the String class to the value indicated by a specified pointer to an array of 8-bit signed integers, a starting position within that array, and a length. |
| String(SByte\*, Int32, Int32, Encoding) | Initializes a new instance of the String class to the value indicated by a specified pointer to an array of 8-bit signed integers, a starting position within that array, a length, and an Encoding object. |

* Methods of String Class:

|  |  |
| --- | --- |
| **Method** | **Description** |
| [Clone()](https://www.geeksforgeeks.org/c-clone-method/) | Returns a reference to this instance of String. |
| Compare() | Used to compare the two string objects. |
| [CompareOrdinal(String, Int32, String, Int32, Int32)](https://www.geeksforgeeks.org/c-compareordinal-method/) | Compares substrings of two specified String objects by evaluating the numeric values of the corresponding Char objects in each substring. |
| [CompareOrdinal(String, String)](https://www.geeksforgeeks.org/c-compareordinal-method/) | Compares two specified String objects by evaluating the numeric values of the corresponding Char objects in each string. |
| CompareTo() | Compare the current instance with a specified Object or String object. |
| Concat() | Concatenates one or more instances of String, or the String representations of the values of one or more instances of Object. |
| [Contains(String)](https://www.geeksforgeeks.org/c-string-contains-method/) | Returns a value indicating whether a specified substring occurs within this string. |
| Copy(String) | Creates a new instance of String with the same value as a specified String. |
| [CopyTo(Int32, Char[], Int32, Int32)](https://www.geeksforgeeks.org/c-copyto-method/) | Copies a specified number of characters from a specified position in this instance to a specified position in an array of Unicode characters. |
| [EndsWith()](https://www.geeksforgeeks.org/c-endswith-method/) | Determines whether the end of this string instance matches a specified string. |
| Equals() | Determines whether two String objects have the same value. |
| Format() | Converts the value of objects to strings based on the formats specified and inserts them into another string. |
| GetEnumerator() | Retrieves an object that can iterate through the individual characters in this string. |
| GetHashCode() | Returns the hash code for this string. |
| GetType() | Gets the Type of the current instance. (Inherited from Object) |
| GetTypeCode() | Returns the TypeCode for class String. |
| [IndexOf()](https://www.geeksforgeeks.org/c-string-indexof-method-set-1/) | Reports the zero-based index of the first occurrence of a specified Unicode character or string within this instance. The method returns -1 if the character or string is not found in this instance. |
| [IndexOfAny()](https://www.geeksforgeeks.org/c-indexofany-method/) | Reports the index of the first occurrence in this instance of any character in a specified array of Unicode characters. The method returns -1 if the characters in the array are not found in this instance. |
| [Insert(Int32, String)](https://www.geeksforgeeks.org/c-insert-method/) | Returns a new string in which a specified string is inserted at a specified index position in this instance. |
| Intern(String) | Retrieves the system’s reference to the specified String. |
| IsInterned(String) | Retrieves a reference to a specified String. |
| IsNormalized() | Indicates whether this string is in a particular Unicode normalization form. |
| [IsNullOrEmpty(String)](https://www.geeksforgeeks.org/c-isnullorempty-method/) | Indicates whether the specified string is null or an Empty string. |
| [IsNullOrWhiteSpace(String)](https://www.geeksforgeeks.org/c-isnullorwhitespace-method/) | Indicates whether a specified string is null, empty, or consists only of white-space characters. |
| [Join()](https://www.geeksforgeeks.org/c-join-method-set-1/) | Concatenates the elements of a specified array or the members of a collection, using the specified separator between each element or member. |
| LastIndexOf() | Reports the zero-based index position of the last occurrence of a specified Unicode character or string within this instance. The method returns -1 if the character or string is not found in this instance. |
| MemberwiseClone() | Creates a shallow copy of the current Object. (Inherited from Object) |
| Normalize() | Returns a new string whose binary representation is in a particular Unicode normalization form. |
| [PadLeft()](https://www.geeksforgeeks.org/c-padleft-method/) | Returns a new string of a specified length in which the beginning of the current string is padded with spaces or with a specified Unicode character. |
| [PadRight()](https://www.geeksforgeeks.org/c-padright-method/) | Returns a new string of a specified length in which the end of the current string is padded with spaces or with a specified Unicode character. |
| [Remove()](https://www.geeksforgeeks.org/c-remove-method/) | Returns a new string in which a specified number of characters from the current string are deleted. |
| [Replace()](https://www.geeksforgeeks.org/c-replace-method/) | Returns a new string in which all occurrences of a specified Unicode character or String in the current string are replaced with another specified Unicode character or String. |
| Split() | Returns a string array that contains the substrings in this instance that are delimited by elements of a specified string or Unicode character array. |
| [StartsWith(String)](https://www.geeksforgeeks.org/c-startswith-method/) | Determines whether the beginning of this string instance matches a specified string. |
| [Substring(Int32)](https://www.geeksforgeeks.org/c-substring-method/) | Retrieves a substring from this instance. |
| [ToCharArray()](https://www.geeksforgeeks.org/c-tochararray-method/) | Copies the characters in this instance to a Unicode character array. |
| [ToLower()](https://www.geeksforgeeks.org/c-tolower-method/) | Returns a copy of this string converted to lowercase. |
| ToLowerInvariant() | Returns a copy of this String object converted to lowercase using the casing rules of the invariant culture. |
| ToString() | Converts the value of this instance to a String. |
| [ToUpper()](https://www.geeksforgeeks.org/c-toupper-method/) | Returns a copy of this string converted to uppercase. |
| ToUpperInvariant() | Returns a copy of this String object converted to uppercase using the casing rules of the invariant culture. |
| [Trim()](https://www.geeksforgeeks.org/c-trim-method/) | Returns a new string in which all leading and trailing occurrences of a set of specified characters from the current String object are removed. |
| [TrimEnd(Char[])](https://www.geeksforgeeks.org/c-trimstart-and-trimend-method/) | Removes all trailing occurrences of a set of characters specified in an array from the current String object. |
| [TrimStart(Char[])](https://www.geeksforgeeks.org/c-trimstart-and-trimend-method/) | Removes all leading occurrences of a set of characters specified in an array from the current String object. |

* Working with DateTime Class

C# DateTime is a structure of value Type like int, double etc. It is available in System namespace and present in mscorlib.dll assembly. It implements interfaces like IComparable, IFormattable, IConvertible, ISerializable, IComparable, IEquatable.

* DateTime formatting:

Different users need different kinds of  format date. For instance some users need date like "mm/dd/yyyy", some need "dd-mm-yyyy". Let's say current Date Time is "12/8/2015 3:15:19 PM" and as per specifier you will get below output.

* + DateTime tempDate = new DateTime(2015, 12, 08); // creating date object with 8th December 2015
  + Console.WriteLine(tempDate.ToString("MMMM dd, yyyy")); //December 08, 2105.

|  |  |  |
| --- | --- | --- |
| **Specifier** | **Description** | **Output** |
| d | Short Date | 12/8/2015 |
| D | Long Date | Tuesday, December 08, 2015 |
| t | Short Time | 3:15 PM |
| T | Long Time | 3:15:19 PM |
| f | Full date and time | Tuesday, December 08, 2015 3:15 PM |
| F | Full date and time (long) | Tuesday, December 08, 2015 3:15:19 PM |
| g | Default date and time | 12/8/2015 15:15 |
| G | Default date and time (long) | 12/8/2015 15:15 |
| M | Day / Month | 8-Dec |
| r | RFC1123 date | Tue, 08 Dec 2015 15:15:19 GMT |
| s | Sortable date/time | 2015-12-08T15:15:19 |
| u | Universal time, local timezone | 2015-12-08 15:15:19Z |
| Y | Month / Year | December, 2015 |
| dd | Day | 8 |
| ddd | Short Day Name | Tue |
| dddd | Full Day Name | Tuesday |
| hh | 2 digit hour | 3 |
| HH | 2 digit hour (24 hour) | 15 |
| mm | 2 digit minute | 15 |
| MM | Month | 12 |
| MMM | Short Month name | Dec |
| MMMM | Month name | December |
| ss | seconds | 19 |
| fff | milliseconds | 120 |
| FFF | milliseconds without trailing zero | 12 |
| tt | AM/PM | PM |
| yy | 2 digit year | 15 |
| yyyy | 4 digit year | 2015 |
| : | Hours, minutes, seconds separator, e.g. {0:hh:mm:ss} | 9:08:59 |
| / | Year, month , day separator, e.g. {0:dd/MM/yyyy} | 8/4/2007 |

* DateTime Constructor

It initializes a new instance of DateTime object. At the time of object creation we need to pass required parameters like year, month, day, etc. It contains around 11 overload methods. More details available [here](https://msdn.microsoft.com/en-us/library/system.datetime.datetime(v=vs.110).aspx).

// 2015 is year, 12 is month, 25 is day

DateTime date1 = new DateTime(2015, 12, 25);

Console.WriteLine(date1.ToString()); // 12/25/2015 12:00:00 AM

// 2015 - year, 12 - month, 25 – day, 10 – hour, 30 – minute, 50 - second

DateTime date2 = new DateTime(2012, 12, 25, 10, 30, 50);

Console.WriteLine(date1.ToString());// 12/25/2015 10:30:00 AM }

* Basic File Operation

Basic file operations in C# involve tasks such as creating, reading, writing, copying, moving, and deleting files. Here's a brief description of these fundamental file operations:

* **Creating Files:**

To create a new file, you can use the File.Create method. This method returns a FileStream that allows you to write data to the file.

* **Reading Files:**

Reading files involves opening an existing file and retrieving its content. Common methods include File.ReadAllText and File.ReadAllLines for reading the entire content or lines of text from a file.

* **Writing to Files:**

To write data to a file, you can use methods like File.WriteAllText or File.WriteAllLines. These methods allow you to overwrite the existing content or create a new file if it doesn't exist.

* **Appending to Files:**

If you want to add content to an existing file without overwriting its contents, you can use methods like File.AppendAllText or File.AppendAllLines.

* **Copying Files:**

Copying files involves creating a duplicate of an existing file. The File.Copy method is commonly used for this purpose.

* **Moving or Renaming Files:**

The File.Move method is used to move or rename a file. Moving involves changing the file's location, while renaming keeps the file in the same directory but changes its name.

* **Deleting Files:**

To delete a file, you can use the File.Delete method. This permanently removes the file from the file system.

* **Checking File Existence:**

The File.Exists method checks whether a file exists at a specified path. It returns true if the file exists and false otherwise.

* **File Information:**

The FileInfo class provides additional information about a file, such as its size, creation time, last access time, and last write time.

* **Working with Directories:**

In addition to individual files, C# provides methods and classes for working with directories. The Directory class offers operations like creating directories, getting file lists, and deleting directories.

## Diagram to represent file-handling class hierarchy :

![](data:image/gif;base64,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)

* Common Class used in System.io namespace:

|  |  |
| --- | --- |
| **Class Name** | **Description** |
| FileStream | It is used to read from and write to any location within a file |
| BinaryReader | It is used to read primitive data types from a binary stream |
| BinaryWriter | It is used to write primitive data types in binary format |
| StreamReader | It is used to read characters from a byte Stream |
| StreamWriter | It is used to write characters to a stream. |
| StringReader | It is used to read from a string buffer |
| StringWriter | It is used to write into a string buffer |
| DirectoryInfo | It is used to perform operations on directories |
| FileInfo | It is used to perform operations on files |

* Different project types

|  |  |
| --- | --- |
| **Project Type** | **Description** |
| Class library | Component library with no user interface |
| Console application | Command line application |
| Database project | SQL script storage |
| Device application | Windows application for a smart device |
| Empty project | Blank project |
| SQL Server project | Management of stored procedures and SQL Server objects |
| Web service | ASP.NET Web application with no user interface; technically, no longer a project type |
| Web site | ASP.NET Web application; technically, no longer a project type |
| Windows | Windows application with a user interface application |
| Windows service | Windows application with no user interface |
| WPF Browser Application | Windows Presentation Foundation browser application |